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Abstract

The paper presents the results of a research of using transfer training of the
capsule neural network to detect malware. The research was carried out on the basis of
the source code of malware using the context-triggered piecewise hashing method.
The source codes of malware were obtained from public sources of software.
Verification of the capsule neural network learning results was carried out using a
trained convolutional neural network, and publicly available sources of test to
malware. The research was conducted on six types of malware. Software source code,
part of capsule neural network training datasets, pre-trained capsule neural network,
and full research are publicly available at https://github.com/T-JN
Keywords: Capsule neural network, Context triggered piecewise hashing, Edit
distance, Intrusion detection system, Transfer learning.
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1. Introduction

Malware injected into Infrastructure through zero-day vulnerabilities in network equipment is a
huge cybersecurity problem. The network infrastructure (NI) protection architecture implies the
construction of a multi-level, complementary security system. Part of the NI security design is an
intrusion detection system (IDS).
In the studies [1]-[5], the types of IDS, the ways of their application and the mechanisms of their
work are considered in detail. «Classic» IDS can be classified as:

¢+ host-based IDS, that is detection of attacks on a specific network node,

%+ network-based IDS, that is, detecting attacks on the network or its segment.
Existing IDS that do not use machine learning (ML) in their functionality (both proprietary and
open source) [6]-[9], have one common drawback: they all respond to the threat that is
embedded in the rule sets. There is also a high probability of various false positives: (true
positive, true negative, false positive, false negative) [10]. Malware is the most common threat
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vector in most operating environments [11]. The IDS software ecosystem offers many utilities
and application suites that can help collect signals from all types of network traffic [12].
For IDS operating without the use of ML at different levels of the Open System Interconnection
(OSI) model [13], the task of detecting malware modifications was secondary. Basically, the task
of detecting and neutralizing malware was assigned to antivirus software. But with the
convergence of attacks at different levels of the OSI model and the emergence of software-
defined networks (SDN), new types of threats and possible attacks arise, the neutralization of
which by «standard» methods is difficult [14]-[15]. New systematic approaches are required to
solve these problems. With the increase in the growth of attacks built on the basis of ML and
machine-to-machine (M2M), new threats to the NI also arise. The requirements for security
systems are increasing. The convergence of system, network and cloud services increases both
the «attack surface» [16] and the «attack space power» [17]. Of particular danger are attacks
«designed» using ML [18]-[20]. Researchers are working on the application of ML to create and
build a new type of IDS [21-25]. Unlike «classic» IDS, built on the basis of ML can be further
trained, being in one way or another a malware generator [26]-[28]. At this stage, both
conceptually new solutions in the field of ML application in IDS are being developed, as well as
improvements to existing ones. The papers [29]-[32] consider the issues of using ML to create
one or another type of IDS. Researchers and developers of ML-based IDS are faced with a large
number of tasks that need to be solved, due to the novelty of this area of information security.

e The task of having annotated data for training a neural network (Annotation is the

process of labeling raw data so that it can become training for machine learning [11]). No
algorithm can handle really bad data. There are many different requirements for training
datasets, in particular, representativeness and «noiselessness». [33]. Unlike neural
networks that process images, sound, text, etc., for which there are verified datasets [34]-
[39], datasets for training an IDS must to some extent, consist of malware. Researchers
have access to certain resources that supply research malware [40]-[46], but these
resources make them public with a delay.

e The task of increasing the learning rate of IDS built on the basis of ML. Unlike other
neural networks where the main attention is paid to the quantity and quality of training
data, in intrusion detection systems built on the basis of ML, in many cases, the speed of
learning is also important. As shown in [47], since the emerging malware not included in
any database has a different data distribution compared to the original training samples,
the efficiency of model detection will decrease when it encounters new malware.

e The task of correctly calculating the degree of threat in an attack using ML [48]. When
developing an IDS based on ML, it is necessary to correctly calculate the degree of threat
to the protected NI.

In addition to general tasks, there are also specific tasks: since each group and type of malware
requires its own specific detection methods [49]-[50].

e Detection based on signature analysis, where a database of malware hashes is used as a
signature,

e Detection based on Indicator of Compromise (1oC). It is a set of artifacts based on which
malware can be detected: registry branches, loadable libraries, IP addresses, byte
sequences, software versions, date and time triggers, ports involved [51].

e Research based on context triggered piecewise hashing (CTPH), (context triggered
piecewise hashing is a method of calculating piecewise hashes from input data [52]).
Malware developers use various techniques to change the original malware signature to
make hashes harder to detect: encryption, obfuscation, reordering of files and libraries,
re-distribution and code building in order to fool the detection system, giving malware a
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new look and changing the hash values. In this case, malware remains undetected for

some time [53].
Various researchers are considering the use of CTPH techniques for malware detection. In [54],
the issue of applying transfer learning to solve the problem of malware domain bias is
considered, and in [55], the issue of automatic malware family identification and classification
through online clustering is considered. But the main issues of preparing malware datasets and
training IDS based on ML remain open.The issue of increasing the performance of an IDS based
on ML with a small set of training datasets remains relevant. In this paper, a method for applying
transfer learning of a capsule neural network with the calculation of CTPH and editing distance
to increase the learning rate and detection of malware is investigated. The Levenshtein method
[56] (Equation 1) and the method using the ssdeep program [57] were chosen as the
mathematical apparatus for calculating the editorial distance. To assess the quality of binary
learning, the Matthews correlation (Equation 2) [58] was used. The source codes of the malware
for creating a set of annotated datasets were taken from open sources. The following malware
was used: mimikatz, athena, engrat, grum, surtr, dyre.

(0, i=0j=0
i, j=0,i>0
J, i=0,j>0
D(i,j) = { min{ (1)

DG,j—1D+1,j>0,i>0
D(@i—1,j) 4+ 14+ mM[] N[,

\ }

Levenshtein editorial distance calculation equation,
where, D - the editorial distance, M, N- the length of strings obtained as a result of CTPH over
some alphabet (in this case HEX), i - remove step from the first line, j-insert into the first line.

o— TP X TN — FP X FN
J(@TP + FP)(TP + FN)(TN + FP)(TN + FN) '

(2)

where,

¢ - Matthews correlation

TP - true positive,

TN -true negative,

FP -false positive,

FN - false negative.

A capsule neural network was chosen as a transfer learning model. The choice of the capsule
network is due to the following reasons:

e the capsule network does not require a large amount of training data, which is critical for
this research,

e the capsule network explores hierarchical relationships, which allows detecting possibly
probable versions, in the presence of a primary code (a fragment of the main code) of
malware,

e the capsule network allows searching even in obfuscated source code with a minimum
malware representativeness value,
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e the capsule network is the most easily adaptable to changing the learning algorithm
compared to other neural networks.

2. Diagrams of Neural Networks
(M.N)

(M.N.)

(M.N)

Fig.1. Diagram of a capsule neural network.
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The nonlinearity function of the capsule network is determined by (Equation 3) [59].
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where, s;- the result obtained in the previous step, v; - the result obtained after applying the non-
linearity. The left side of the equation performs additional compression, and the right side of the
equation performs unity scaling of the output vector.

The trained convolutional neural network (Fig. 2) was chosen as a test to check the
reliability of the output data. As «weight coefficients» of the convolutional neural network, the
value of CTPH was calculated the used ssdeep software.

fl{fq.‘\r‘} )

(M.N )

(M .N))

(M .V @

Fig. 2. Diagram of a convolutional neural network.
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Verification of the results obtained from both neural networks was carried out using
public malware detection services [60]-[61]. The developed software algorithm is shown in
Fig.3.
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Fig. 3. Algorithm of the developed software.
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Algorithm operation:

Operations on the input data of the research.
e The dataset generated from the malware source code was obfuscated using various tools [62]-
[63] and prepared for training a capsule neural network (dataset 1).
e The same non-obfuscated dataset (dataset 2) generated from the malware source code was
prepared to train a convolutional neural network.
A total of 1000 annotated datasets of various sizes (20.40, 80, 128, 256, 512, 1024 bytes) were
prepared for mimikatz, athena, engrat, grum, surtr, dyre software.

Steps 1, 2: input of the initial malware dataset into the trained neural networks and the
conversion module,

Step 3: converting the source dataset to javascript object notation (JSON) format and setting the
CTPH step size,

Step 4: calculation of the edit distance by the Levenshtein method,
Step 5: computation CTPH using ssdeep software,

Step 6: comparison of the values calculated by the Levenshtein method and using the ssdeep
software,

Step 7:filtering the training datasets of neural networks from «noise» (the full implementation of
this part of the algorithm is presented in [33]),

Step 8: training capsular neural network,
Step 9 training convolutional neural network,

Step 10 compute the Matthews correlation and resize the training datasets.

» ¢ = —1 the received output data of both neural networks go beyond the value tolerance

» ¢ =1 the resulting outputs of both neural networks are correct (within the permissible
deviation value)

» ¢ = 0 the resulting output of both neural networks is random

Steps 11, 12: reconfiguring the training datasets and resizinge the CTPH.

Table 1 presents the results of calculating the value of CTPH and the editorial distance between
the hashes of the obfuscated source code of mimikatz software using capsular, convolutional
neural networks, as well as ssdeep software.

Table 2 shows the results of calculating the value of the context-piecewise hash of the
obfuscated compiled source code and the editorial distance between the hashes of the mimikatz
software using capsular, convolutional neural networks, and also the ssdeep software.

In the research, datasets used a comparison between files 20-40, 20-80, 20-128, 20-256, 20-
512, 20-1024 bytes, as well as combinations of 40-512, 40-1024, 128-512, 128 -1024 bytes for
mimikatz, athena, engrat, grum, surtr, dyre malware.
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3. Results

Table 1.The results of computing the value of CTPH and the editorial distance between the hashes of the
obfuscated source code of mimikatz software
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In training epochs 1-3, the results of the capsular neural network are better than the results of

the convolutional neural network and ssdeep software, except for file Ne4 in the dataset, which is
included in the statistical error.

Table 2. The results of calculating the value of CTPH and editorial distance between hashes of the

compiled mimikatz source code.
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In epochs 1-3 of training for compiled software, the results of the capsule neural network are
worse worse than the results of the convolutional neural network and ssdeep software.

. ssdecp
Convolutional Neural Network
Capsule Neural Network

. ssdeep
Convolutional Neural Network
Capsule Neural Network
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Fig. 4. CTPH results of the obfuscated mimikatz Fig. 5. CTPH results of obfuscated and compiled
source code. mimikatz source code.

The use of a convolutional neural network is not always justified, since the degree of detection
is comparable to the degree of detection by ssdeep software. The use of a capsule neural network
for malware detection is justified in the presence of the source code (even in an obfuscated state),
since even after the first training epoch, the detection results are not worse (and in most cases
better) than the detection results using ssdeep and a trained convolutional neural network.

Tables 3 and 4 present the results of the studies of the operation of capsule and convolutional

neural networks, based on datasets obtained from the obfuscated mimikatz source code with
three training epochs and a variable block size of CTPH.

Table 3. Number of detected threats.
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3 g 3 % classified as threats on different classified as a threat at different Number of
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*The number of detected but mismatched malware samples separately detected by both neural
networks. These samples were output to a special dataset and verified by publicly available malware
detection resources.

Table 4. Number of detected threats.
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epochs (1, 11, 111) of training by a

capsular neural network

The number of samples detected and
classified as a threat at different
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Fig. 6 shows a report from the virustotal service when examining one of the mimikatz malware
samples detected by neural networks. In particular, the virustotal service did not detect either the
file type or whether CTPH (based on ssdeep) belongs to a particular type of malware.

DETECTION

MD5
SHA-1
SHA-256

Basic Properties

DETAILS

mimikatz json

COMMUNITY

1beda9c64089d0fidcas2abed 94b0b31

bYabtfadfb8b8993eadd9155e12eab976161077c

ba487e07e9dff313159522e3857e481c69a2d6665d2ec122cTef222a8d74764

(/) No security vendors and no sandboxes flagged this file as malicious

bad87e07e9dff3131159522e3857e481c69a2d6685d2ec122cTef222a8d74784

|SSDEEP

12:sadlJBwNJgpXveSinfadviWaD+wzwHrWEVkrEIbC1 B\'.'Z:Sd_mnxeTP\«."wLTiP'.‘.z 1

TLSH
Magic
File size

T10FFO0ES2187BCEASC2958A5BBT4D680BB5AT15AB0B08F70T2F36A4A0601E110EBAS2DE

data

512 B (512 bytes)

Fig. 6.Virustotal service report.
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Tables 5 and 6 present the results of the studies of the operation of capsule and
convolutional neural networks, based on data sets from the obfuscated compiled code of the
mimikatz software.

Table 5. Number of detected threats.

2 &
:18), —_ :18), —~|  The number of samples detected and The number of samples detected and
3 g 3 % classified as threats at different classified as a threat at different Number of
"§ k4 "§ k4 sizes (20, 40, 128 bytes) and three sizes (20, 40, 128 bytes) and three epochs | detected but
23 23 epochs (1, 11, I11) of training by a (1, 11, 11) of training by a convolutional | mismatched
ET| ET capsular neural network neural network malware
z z samples *
CTPN size
(byte) 20 40 128 20 40 128
raining |y e fw o e foepe o bw o weo fowefo|o
epoch
100 | 100 (2| 1|2 (3|2 |3 (3|4 |4 |2|2|3|3|3|4|5]2][3]|-]-1]-
200 200 {32 | 3|34 |2 |23 |3 (1|12 2(3|2|4]3]|4]|-]- -
300 | 300 (3| 4|4 |44 |5|3|5|5|2|3|3|4|3|4|4|4|4)|-]-1]1
3%0 | 350 (3| 3|4 |4|5|5|5|6|6|3|3|3|3|4|5|5|4|4|-]1]1
450 | 450 |4 5| 5|5/ 6| 6|6|8|9|3|4|4|4|5|6|5|7|7|-]1] -
500 | 500 (3| 5|5|5|6 |8 |8|9|11|4|4|5|5|7]9|9|10|{10|-]2]2
600 600 |5/ 6| 6 |6| 8| 9 |11|11(12|5|4 | 7 |7| 9 |11|10j11|10| 1| 1 1
800 | 800 (7| 6|7 |7|8|11|13|14|14|6| 8| 9|8 8|9 |8|11|13|2| 1] 2
950 9%0 |99 |10|11| 9 |11 |12|15(15|8|10| 10 (11|13 |15|14|15|17|2| 2| 3
1000 | 1000 [11| 13| 14 (14|14 | 15|17 19|18 |10| 11|11 |11| 13|16 (18|21 |23 |2 | 4 | 4
Table 6. Number of detected threats
% - % —~| The number of samples detected and The number of samples detected and
3 g 3 % classified as threats at different classified as a threat at different Number of
"§ k4 "§ &| sizes (256,512, 1024 bytes) and three | sizes (256, 512, 1024 bytes) and three detected but
28 &8 epochs (I, 11, I11) of training by a epochs (1, 11, 1) of training by a mismatched
S = S = capsular neural network convolutional neural network malware
z z samples *
CTPN size 256 512 1024 256 512 1024
(byte)
raining by P oo e fw o o fw oo |
epoch
100 100 |9 11|12 |12|14|14|15|16|16|8 | 8 |10 (11|13 |12 |11|11|10| - -
200 | 200 (10| 12|13 |14|13|13|15(15|12(11|10|11|12|11 |13 (12|13 | 14| - 1
300 | 300 (11|12 |12 |15|17 (181918 |18 (10| 12|13 |12|14|14|15|14 | 14| - - -
350 | 350 (111112 (12|12 |16 (15|11 |14 (14|12|13|15|/15|15|18|19 21| - 1 2
450 | 450 |13|12|13|13|15|15|16| 17|18 11|12 |13 (14|16 |16 (15|17 |19 | 2 3 3
500 | 500 |12| 14|14 (14|15|14|15| 1112|1110 |11 |13| 14|12 |15|15|16| - 1 2
600 | 600 |10| 11|12 ({10|12|12|12|14|13|19|10|11|12|10|10|14(15|14| 1 2 2
800 | 800 |12| 14| 1515|1617 (17|18 |18 |16| 14 |15|15|16| 17|18 21|19 | 2 3 3
950 | 950 |12|13|12({14|15|15|16|18|19|12|12|13|14|15|16|12|15|16| 2 3 4
1000 | 1000 |12| 12|13 |13|15|16|16| 17|18 (11|10 | 12 (15|16 | 17|18 19| 20| 2 2 3
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Given the malware source code (or fragment), the capsule neural network performs better
than the convolutional neural network in detecting obfuscated malware. But when compiled, the
detection performance of the capsular neural network decreases. Also, both neural networks
separately detected a small set of data and software fragments classified as malware. Figures.
[7]-[12] show a visualization of the output data of a capsule neural network with 3 training
epochs and CTPN datasets, 20, 40, 80, 128, 256, 512 bytes.
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Fig. 7. Visualization of malware detection results Fig. 8. Visualization of malware detection
by capsule neural network. by capsule neural network.
(I training epoch, CTPH size 20 bytes) (I training epoch, CTPH size 40 bytes)
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Fig. 9. Visualization of malware detection results Fig. 10. Visualization of malware detection
by capsule neural network. by capsule neural network.
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Fig. 11. Visualization of malware detection results Fig. 12. Visualization of malware detection results
by capsule neural network. by capsule neural network.
(11 training epoch, CTPH size 256 bytes) (11 training epoch, CTPH size 512 bytes)
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With an increase in the size of the CTPH files (interval 256, 512, 1024 bytes) for training the
capsule network, the increase in the detection of the number of malware code fragments is
insignificant (0.3-0.5%, Fig. 7, Fig. 8, Table 6) in contrast to files 20 , 40, 128 bytes (12-14%
increase). But increasing the size of the CTPH file allows increasing the editorial distance
(Figure 9-12) to granularly group malware by type.

4. Conclusion

This paper proposes the use of transfer learning of a capsule neural network to detect obfuscated
malware. Convolutional and capsule neural networks were trained on the same datasets. The
source codes of mimikatz, athena, engrat, grum, surtr, dyre malware were used as datasets.
When building an intrusion detection system using neural networks, their complex application is
necessary. Annotated malware datasets are critical when training neural networks. The use of
transfer learning of a capsule neural network to detect malware is justified if the source code of
the malware or its fragments (preferably the first versions) is available. In this case, the neural
network detects malware, even with its high degree of obfuscation. But in the absence of source
code, the effectiveness drops, yielding to «standard» means of detecting malware. The use of the
CTPH method for generating «weight» coefficients of a neural network is most effective with a
small file size of CTPH.

Increasing the editorial distance increases the selectivity of detecting different types of malware.
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HccaenoBanne 00pycHpoBaHHOI0 BPEAOHOCHOI'0 IIPOrPaAMMHOI0
o0ecreYeHus ¢ MOMOLUBIO KAIICYJIbHON HEHPOHHOU CeTH

Tumyp B. [Ixxamrapss

HarmmonanpHbIM MONMUTEXHUUECKUI YHUBEPCUTET ApMEHHN
e-mail: t.jamgharyan@yandex.ru

AHHOTALINA

CucreMbl O6Hap}I)KCHI/I$I H TpCAOTBpAIICHUA BTOp)KeHI/II\/'I SIBJIIIIOTCA HEOTHBEMIIMMbBIM
KOMITOHEHTOM Oe3omnacHocTu ceteBoil MHppacTpykTypsl. Knaccuueckue cucremMbl 0OHapYKEeHUSI
U MPENOTBPALECHHS] BTOPKEHUN HE B COCTOSIHUM OOHApYXHUTh Yrpo3y HE ONMUCaHHYIO B Habope
mpaBmwil. Takke HEpeUIeHHOM TMOJHOCTBIO 3aJayeil sBJseTcsA: 3ajaya OOHapy>KeHus
BPEJAOHOCHOTO MTPOrPaMMHOT0 0OecTieyeH sl MTOBEPrHYTOro 00 yCKaIuHu.

UccnenoBatemn B chepe  0€30MacHOCTH  MPOTPAMMHOTO  OOECMEYeHUsT U CETEeBOU
NHudpacTpyKTyphl NBITAIOTCS PELIUTH JaHHBIE 33J]a4l C TIOMOILbIO MAITUHHOTO 00YyUEHUSI.

B paGote npencraBieHbl pe3yiabTaThl UCCIEIOBAaHUS HCIOIb30BaHUS TpaHchepHOro oOydeHHs
KarcyJlbHON HEMpPOHHOHN ceTu Al OOHapy>KEHUs BPEIOHOCHOTO MPOTrPaMMHOI0 oOecrieueHusl.
HccnenoBanne NpOBOJMIOCH HA OCHOBE MCXOAHOTO KOJAA BPEJOHOCHOIO IPOrPAMMHOIO
o0ecreyeHns C HCMOJIb30BAaHUEM METO/la KOHTEKCTHO-KYCOUHOro XemwupoBaHus. McxonHsle
KOZBl BPEIOHOCHOTO IPOrpaMMHOTO oOOecreyeHHus ObUIM MOJY4eHbl U3 OOLIENOCTYNHBIX
UCTOYHHUKOB HporpaMMHoro oOecneueHus. IIpoBepka pe3ynbTaToB OOy4deHHs KalCylbHOMN
HEUPOHHOW CETH MPOBOJUIIACH C UCIIOIH30BaHUEM OOYUYEHHOW CBEPTOYHOW HEUPOHHOU CETH M
OOIIEeIOCTYIHBIX HCTOYHHMKOB TECTHPOBAHMSA BPEAOHOCHOTO IPOTPAMMHOIO OOecredeHusl.
HcxonHple Koapl pa3paOOTaHHOTO MPOTrPaMMHOIO 0OECHeuYeHMsl, 4acTb HaOOPOB IAHHBIX MJIS
oOy4yeHus HeilpoceTH, pe3ysbTaThl UCCIEIO0BaHUS HE BHECEHHBIE B CTaThIO IPEJCTABICHBI IO
anpecy https://github.com/T-JN

KiroueBble ciioBa: KarcyiabHas HEHPOHHas CETh, HEUETKOE XJIIMPOBAaHUE, CUCTEMA
oOHapyXeHHs BTOPKEHUH, peJaKLINOHHOE PACcCTOsSHUE, TpaHC(hepHOe 00yUeHHUE.
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